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Abstract

Service-oriented systems are an instantiation of open world software, which is characterized by high dynamism and decentralization. These properties strongly impact on how service-oriented systems are engineered, built, and operated, as well as verified. To address the challenges of applying verification to open service-oriented systems, in this position paper we propose to apply verification across the entire life cycle of a service and introduce a verification-oriented service life cycle.

1. Introduction

One of the defining properties of Software Service Engineering, as opposed to traditional Software Engineering, is the open world assumption [3]. The implications of this assumption affect all aspects of this emerging discipline, e.g., from how to design a service-oriented architecture to the notion of correctness and quality that can be applied to define and check the integrity and the validity of a system design. In this position paper we focus on the consequences of this assumption on the way verification is carried out in the service life cycle.

In particular, we argue for the need for embedding continuous lifelong verification across the entire service life cycle. Thus, it is no longer sufficient to apply verification during a particular phase or using a specific technique, such as proving properties based on a service contract at design time, or testing a service at deployment time to ensure and guarantee that it will continue to work as it has been specified or tested during the remainder of its lifetime. Since services live in an open world, where change is frequent, unexpected, and welcome [13], it becomes important to be able to assert properties that have a lifelong validity: both at design time, deployment time, and at run time. Continuous verification is about checking services as they are put into production, but also advocates that they are monitored (and checked) during their entire productive life.

This paper shows how different verification techniques [2] can be applied at different stages of the service life cycle, by proposing to enhance conventional life cycle models with a verification-oriented life cycle layer. This verification-oriented life cycle iteratively integrates and correlates different techniques, and makes possible to guarantee that the same properties verified based on services contract specifications, will still be checked once the service becomes an executable artifact and it is embedded into a larger service-oriented architecture. This way, continuous lifelong verification can provide a fundamental building block for delivering self-adaptive systems [8].

The rest of this paper is organized as follows. Section 2 briefly surveys the existing proposals for service life cycles and discusses to which extent they support verification, leading to Section 3, which motivates the need for continuous lifelong verification of service-based applications. Section 4 presents our verification-oriented model of service life cycle, which shows how to achieve continuous lifelong verification. Section 5 discusses related work and Section 6 concludes the paper with an outlook on possible future research directions.

2. Life cycle models

In this section we discuss how service verification is embedded in the software service life cycle models proposed by several leading SOA vendors and SOC researchers.

Some authors (e.g., [10]) suggest to comply with a traditional life cycle, following a sequence of phases such as analysis, design, development, testing, deployment and administration. This model has a dedicated phase for (functional) testing, which strictly follows the development phase and precedes deployment. Hints are also given about the
such narrow scope of verification does not entirely address the implications of the open world assumption on how verification activities are performed. Indeed, the key issue of continuous lifelong verification consists of spanning verification activities across the service life cycle, which can be iterated multiple times. We motivate the need for applying continuous verification during the entire life span of a service by means of the following three statements.

**Design-time verification only gives limited guarantees.** This kind of verification is carried out by assuming some properties about and using some models of the environment with which the service will interact. The environment is represented mostly by 3rd-party services and the distributed network infrastructure. As for the former, there is no guarantee that a service provider will eventually fulfill the obligations promised in a service agreement. For example, during a standard maintenance activity, a provider could inadvertently modify an existing service into an upgraded but incorrect and/or incompatible version, which could break the compatibility with service clients. Additionally, a malicious provider could modify the exported service, by offering a lower-quality service than the one promised through the agreement. Regarding the latter, the parameters estimations used to model the network infrastructure are often inaccurate, since they must be provided a-priori by domain experts and are related to quantities that may change over time. Thus a service that before deployment was proved to satisfy the requested quality of service requirements may turn out in practice to violate them, because of the mismatch between the abstract models that were used for verification before the deployment and the actual state of the environment at run time.

**A service lives also between design and execution.** A service life cycle contains other stages besides design and execution. Thus a coherent lifelong verification methodology should indicate the use of specific techniques at every stage of the life cycle. For example, when a service is about to be deployed, it should be “auditioned” [5], i.e., it should be tested during the interaction with the actual services that will be provided by business partners, before exposing the service to public usage.

**Execution-time verification can close the loop of iterative service life cycles.** Some verification activities may operate on live data acquired by means of run-time monitoring, but it may not always be practical to perform them on-the-fly. Therefore such data can be used to fuel the next iterations of the service life cycle, by providing valuable feedback to the service architects, modelers, and developers. Live data can be exploited for a thorough audit, an accurate analysis and model calibration before deploying a new version of the service.
4. Verification-oriented life cycle

Since many of the life cycle models reviewed in Section 2 have a coarse-grained modularity in terms of activities [11], we ground our verification-oriented life cycle on a slightly modified version of the model described in [14]. This model has an intrinsic iterative structure of the life cycle, which is a prerequisite to achieve continuous lifelong verification. As we are going to show, it is thanks to the feedback provided by the verification activities that the loop in the iterative life cycle can be closed. With respect to the original formulation of the model, we shifted the testing and monitoring phases into the verification-oriented layer of the model.

The complete model is shown in Figure 1: non-verification-related phases of the life cycle are depicted with a white-filled shape, while the corresponding verification activities are highlighted using a grey-filled shape.

The analysis and design phase identifies the requirements of the service-based application, builds the models of the business processes defining the applications and specifies the required services. We envision that at this stage, the requirements are captured and automatically formalized, such that their formal models will be made available across the entire lifespan of the service. This is a crucial step, since the formalized requirements represent the properties for which we want to assert their lifelong validity. A relevant contribution to this step is embodied by a modeling/specification language that should be able to capture all facets of the behavior and of the QoS related to services execution and interaction. The first step of continuous lifelong verification is to ascertain that the properties (both functional and non-functional) corresponding to requirements are met by abstract design models of the service, evaluated in a given context. To achieve this, we suggest the use of static analysis techniques such as model checking. The goal is to check if a formal description of a certain property holds in the service model by transforming it to a suitable representation that can be efficiently verified.

The construction phase is about developing the actual implementation of the service-based application. In this phase, we recommend to use static analysis techniques to verify the correctness of the application, as well as testing techniques that operate directly on the implementation. With respect to the previous phase, the main difference lies in the system under verification: in this phase, verification is performed against the concrete implementation of the service. Therefore, the verification techniques require more tuning; e.g., source-level analysis tools should be used. However, many of the verification artifacts used in the previous phase (e.g., temporal logic formulae or queueing network models) can still be used in this phase. To do so, the previously mentioned verification techniques can be used in combination: e.g., the counter-examples obtained from the execution of model checking can be used to derive dedicated test cases. Moreover, the properties captured during the analysis phase can be converted, using specific model-transformation techniques, into proper artifacts suitable for source-level verification and testing.

The provisioning phase is about making strategic decisions on service governance, certification, metering and billing, while the deployment phase is concerned about making the service publicly available. During these phases, we claim that pre-deployment live testing, i.e., testing the interactions of a service with other actual services, can be a supporting tool for ensuring the validity of governance decisions, such as the choice of business partners to interact with, or the kind of service level agreement to be signed. Moreover, testing (both functional and non-functional) with the actual services may also reveal some problems that were not detected in the previous phase because of the abstract models that were used. Also in this phase, the original verification artifacts corresponding to requirements can be transformed into properties that can checked and/or measured during the live testing.

Finally, the execution phase is about the productive part of the cycle, when the service is kept in operation. In this phase, the main verification activities are monitoring and run-time verification. The former collects and analyzes data about the quality of the provisioned service and the 3rd-party services it interacts with, while the latter analyzes the execution trace to detect possible violations of the initial requirements. Indeed, the models corresponding to these requirements, are transformed, during the deployment, into data collectors (e.g., to monitor QoS properties such as response time and throughput) and failure detectors (e.g., to detect a violation of a functional or temporal assertion). One of the key aspects of continuous lifelong verification is that run-time verification activities may support model

![Figure 1. Verification-oriented life cycle](image-url)
calibration, by using the collected data to provide a better estimation of the parameters that define the external operating environment [9], and post-mortem analysis, which is usually performed off-line by means of a static analysis tool. The information collected by these verification activities is also fed into the next iteration of the cycle providing valuable input to the analysis and design phase.

5. Related work

Section 2 has already described the different service life cycle models and how they deal with the issue of verification. However, there have been some other proposals about the verification of service-based applications, which do not strictly fall under the umbrella of service life cycles. For example, in previous work [6] some of the authors addressed the issue of lifelong verification of service compositions and proposed a methodology to deal with this issue. However, this proposal considered a simplified model of a very generic service life cycle, which only distinguished between a design-time phase and a run-time phase. Agile methods like Test-driven development [4] (TDD) emphasize the role of continuous testing during the development process. In principle, this is similar to our approach towards continuous verification; however they focus only on the specific implementation/development phase of the life cycle. ASOP [15] is a proposal for an agile service-oriented (development) process; however, as far as verification is concerned, it only considers TDD-like verification techniques.

The methodology followed by this work to create a service life cycle tailored to specific viewpoints has been introduced by [13], where a change-oriented service life cycle has been proposed in the context of service evolution featuring support for: (re-)configuration, alignment, and control of services upon changes. A similar approach — even though not specific to service-oriented systems engineering — can be found in [12], where a waterfall software development life cycle has been extended to include security into every phase of the life cycle.

6. Conclusion and future work

Service-oriented systems live in an open world that requires new engineering methodologies to deal with the intrinsic dynamic and decentralized nature of these systems. This paper has focused on verification, by showing how existing service life cycle models are inadequate to support continuous lifelong verification of service-based applications — which we believe to be a key aspect of this kind of applications — and it has proposed a verification-oriented life cycle to achieve this goal.

Although in this paper we have grounded our verification-oriented life cycle on a specific life cycle model, in the future we will consider other existing life cycle models and try to overlay the proposed verification-oriented life cycle on them. In particular, we will investigate the challenges to adapt the verification-oriented life cycle layer to agile development processes, since our proposal augments an iterative model. In all cases, we will evaluate its adoption in the context of real service-based applications development, by measuring the impact on the project quality, duration and cost. Moreover, we will investigate the role and the use of models [1] in the context of the proposed life cycle, to define a model-driven methodology to achieve continuous lifelong verification.
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